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Introduction.

Chordal graphs have become interesting as a generalization of interval graphs (see for
example [LB]) and cover a large field of applications (Go, BMFY]. These are graphs in
which every cycle with a length greater than three has a chord. We know that chordal
graphs have only as many cliques as vertices. Therefore the description of a hypergraph
of cliques is not much larger than that for the given chordal graph. Farber [Fa 1, Fa 2]
introduced the notion of strongly chordal graphs with the additional property that their
clique hypergraphs are B-acyclic (see [BDS]). Such structures have become interesting
in connection with data base schemes [BMFY]. Chordal graphs are also related to
elimination schemes (see for example (Go]). Elimination orderings for strongly chordal
graphs are presented by M. Farber [Fa 1]. Linear time algorithms to test chordality
and to compute an elimination ordering for chordal graphs are known by R. Tarjan and
M. Yannakakis [TY].

On the other hand matching is generally in randomized NC (RNC) (see [KUV] and
[MVV]). But we do not know a general deterministic N C- algorithm for matching.
Our aim is to present some parallel algorithms corresponding to chordal and strongly
chordal graphs. We develop a new fast parallel algorithm for the construction of strong
perfect elimination ordering in strongly chordal graphs. The same idea was used in
[DK 2] to get a parallel algorithm a bit more efficient than those in [NNS] or [DK 1]
for the computation of perfect elimination ordering for chordal graphs (the algorithm
works in O(log? n) parallel time and O(n®) processors). The exact analysis of a number
of processors for a strong perfect elimination and matching algorithm will be given in
a final version of this paper.



Section 1 gives some foundations in the field of chordal graphs. In section 2 we discuss
briefly the parallel complexity of testing chordality and strong chordality. In section
3 we will discuss the parallel complexity of computing a (strong) elimination order for
(strongly) chordal graphs. In section 4 we will show that matching for strongly chordal
graphs is in NC?%. But it is easily seen that matching restricted to chordal graphs is
as difficult as the general bipartite case. A generalization of the parallel algorithm for
strongly chordal graphs can have many applications as, for example, for multi-processor
scheduling problems (for 2-processor scheduling see, e.g., [HM]).

The important feature of our results is its meaning towards the general matching prob-
lem. The results are settling a precise new borderline between what is known to be
efficiently parallelisable and N C-hard for the general matching problem: Perfect match-
ing for chordal and undirected path graphs are ‘N C-hard’ for general bipartite perfect
matching whereas our algorithms are putting matching problems for strongly chordal
and directed path graphs in NC? (within O(log® n) parallel time and O(n®5) proces-
sors).

Section 1: Basic Definitions and Results

1.1. A chordal graph is a graph with no induced cycle greater than three.

1.2. “being chordal” is equivalent to the following statement [Go, Fa 1:
there is a (perfect) elimination order < on the vertices:
(1) If (z,y) € E (= set of edges) and (z,y) € E and z < y and z < 2, then
(y,2) € E.

1.3. Farber [Fa 1] defined strongly chordal graphs to be graphs which have a strong
(perfect) elimination order <: That means that < satisfies (I) and additionally
(I): If z < u and y < v and additionally (z,¥), (z,v), (y,u) € E, then
(u,v) € E.

1.4. Chordal graphs were defined by forbidden subgraphs. Strongly chordal graphs
can also be characterized by forbidden subgraphs: g = (V, E) is strongly chordal
if and only if it has no induced trampoline [Fa 1] or sun [BDS]. A trampoline or
sun consists of an even cycle of length at least 6 alternating between an indepen-
dent set and a complete set.



Figure 1: A trampoline with 2k = 10 vertices



1.5'

Chordal graphs can also be characterized in notion of cliques:

Proposition 1 [Di]: A graph G = (V, E) is chordal iff for each induced sub-
graph of G one can find a simplicial vertex z, that means its neighbourhood
N(z) = {y : y = z or (y,z) € E} is complete. Farber [Fa 1] proved a corre-
sponding result for strongly chordal graphs:

Proposition 2: G is strongly chordal iff each induced subgraph has a simple
vertex z; that means {N(y) : y € N(z)} can be totally ordered by inclusion.

1.6. The number of cliques (nonextendible complete subgraphs) of a chordal
graph is at most as large as the number of vertices. The hypergraph
of cliques of a strongly chordal graph is of interest. We can make the
following statement:

Proposition 3 [BDS]: The hypergraph of cliques of a graph G is (- acyclic if
G is strongly chordal.

We say, a hypergraph H is S-acyclic if there is no “cycle” z1hy, zaha,... hikTrt1,
s.t. z; € hi_y Nh; mod k, and z ¢ h;,j # 1 — 1,7 mod k (compare [BMFY]).

Section 2: Testing Chordality and Strong Chordality is in CoNL

The following statement follows easily from a characterization of chordal
graphs in [TY 2] (Compare also the chordality test of [NNS)):

Proposition 4: Chordality is in CoNL.
To test the strong chordality we state the following

Lemma 5: For a strongly chordal graph we can find for each clique s an edge
appearing only in s.

PROOF. Assume there is a clique C which is not generated by an edge. We
want to construct a trampoline. Consider any vertex v in C. Then there is a
clique C} # C, s.t. v € Cp. Otherwise each [v, w], s.t. v,w € C would generate
C. We may assume that there is no clique C”, s.t. CoNC C C"NC and
C # C" (maximality condition). Consider any vertex w € C \ Cj and a clique
!, s.t. v,w € C]. By the maximality condition we can also find the vertex
u € CHN C\ C}. Find a clique C3 # C,
s.t. u,w € C}; it follows from the acyclic property of the clique hypergraph
that C/NC’ C C, ¢,5 =0,1,2. Now consider arbitrary vertices ¢; € C! \ C for
i = 0,1,2. Then ¢;, c; are not joined by an edge. Otherwise there would be clique
Cij, 8.t. ¢i,c; € Ci; and Cij;, Ci, G} would form a cycle in the cycle hypergraph.
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But ¢, v, ¢1,w, c2,u form a trampoline, in contradiction to the assumption
that the given graph is strongly chordal.

Therefore every clique of a strongly chordal graph is generated by an edge.
That means: The set of cliques of a strongly chordal graph can be generated
by a uniform sequence of circuits having unbounded fan in, constant depth and
polynomial size. Therefore

Corollary 6: The set of cliques of any strongly chordal graph can be computed
in NC1.
Corollary 7: Strong chordality can be tested in ColN L.

We can say that testing (strong) chordality is in NC2.

In the next section we give a hint to the solution of the construction problem;
that means we construct a (strong) elimination order.

Section 3: Computing (Strong) Elimination Orders
We first note:

An ordering on the vertices is a (strong) elimination ordering iff each vertex v
is simplicial (simple) in the subgraph induced by all vertices w greater or equal
to v.

Theorem 8: A (strong) perfect elimination ordering of a (strongly) chordal
graph can be computed in N C?. For the case of chordal graphs we refer to
[NNS]. By a similar argument we can test S-acyclity in CoN L.

For a strongly chordal graph we call a clique a simple clique iff the intersections
with other cliques can be ordered by inclusion. Clearly z is a simple vertex iff it
is simplicial and its unique clique is simple.

For the case of strongly chordal graphs we shall give an informal desciption of
an NCZ2-algorithm. A detailled version is to be found in [DK].

We shall construct a strongly perfect elimination ordering on the hypergraph of
the cliques. The ordering < we want to construct satisfies the following additional
constraint:

Ifz,y<zand0#2zNz & yNzthen z <y (comparison axiom).x,y,z stand
for hyperedges.

It suffices to construct a partial ordering <, s.t. each intersecting pair of
hypergraphs is comparable. We choose a maximum m and say z < 1.y iff there
is a chain from z to m via y, that means there is a sequence (zo := Z, Z1...Z; =
Y, Tit1...Tk = m) s.t. z;-1 Nz and z; N zi4q are incomparable by inclusion.
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< ! defines a partial ordering which satisfies the axioms of a strongly perfect
elimination ordering. Set z<,,y iff there is a z 8.t. 2,y <m 2 and 0FzNz &
ynaz.

Let <,, be the transitive closure of <,,U < |,.

Lemma 9 <,, is a partial ordering which satisfies the axioms of a strongly
perfect elimination ordering and the comparison axiom. It can easily be seen
that <,, can be computed in NC2.

Let 2 ~,, y if 2Ny # 0 and z,y are incomparable by <m. A connected
component w.r.t. ~m is called a heap. For a heap H the set D = {z]h <
z and hNz # 0 for all h € H} is called the domination of H. Now NDg = z:NZ3
for some z,,72 € Dy, H = {z : NDy C z}. We have two possibilities for the
structure of heaps:

1) kNN Dyg = haN( Dy for each hy, hy € H. In that case set H = {h=
Dy Nh = Dy Nhy}forany hy € H'

2) It is not the case: then H contains the maximal elements of H w.r.t.
the intersection with any element of Dy of a connected component of H w.r.t.
nonempty intersection after the deletion of all elements of Dy.

Let H' be the set of all () Dy nonempty intersecting = which are in the con-
nected component of H after the deletion of all hyperedges of Dy. Call H " an
extended heap. We observe for z,y € H":

T <, yiff thereisa z€ Dy st. zNz Eyna

Choose any maximal mg of H and let <my be the transitive closure of <mpy
restricted to H and <.

Now we have heaps again, but they have the same properties as above. We can
determine a set of possible extended heaps and their order structure in advance
and fill them out in parallel. That means it is possible to construct a partial
strong elimination ordering in NC%. :

Section 4: Matching on Strongly Chordal Graphs
We begin with a

Remark: Let G be a bipartite graph s.t. its two partitions V; and V3 have the
same power. Let G’ be the chordal graph which is derived from G by making
Vs a clique. Then G has a perfect matching iff G’ has a perfect matching. That
means:

Matching on chordal graphs is as hard as perfect matching on bipartite graphs.
But for strongly chordal graphs we get the following result:
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Theorem 10: Perfect matching on strongly chordal graphs is in N 4,

Remark: Observe that our Theorem 10 entails the General (Maximum) Match-
ing Problem on strongly chordal graphs to be also in NC?, The reason is that
the Maximum Matching Problem is NC-reducible to Perfect Matching, and the
reduction preserves strong chordality.

SKETCH OF THE PROOF: We use the following

Lemma 11 [RV], [MVV]: For a graph labeled by unary numbers a minimal
perfect matching can be computed in N C?, provided it is unique.

For the case of strongly chordal graphs we label the edges by the square of
distances related to a strong elimination order.

We call a pair of edges (u1,u2),(v1,v2) a defect iff (u1,v1) € E and u; < vz
and v; < uz. Suppose a matching has a defect as above. By the fact that < is
a strong elimination ordering, (ugvy) € E. We can thus remove the defect by
taking (uy,v1) and (uz,vs) into the matching. The key is the following

Lemma 12: Removing a defect diminishes the sum of labels of a matching.

PROOF. Consider any defect. Then we have to consider only the sum of squares
or distances of the edges (u1,uz2), (v1,v2) and the sum of squares of distances of
the edges (uy,v1), (uz,v2)-

We have to consider a couple of subcases:

1st case: u; < va < v; < ug. Then

(ug — v2)? + (vi—w1)? = (uz—v2)? + ((v1—v2)+ (v2- ) =
(uz G ’02)2 + ('U1 e ‘U2)2 -+ 2('!)1 = Ug)(vg s ul) -+ (Ug —_ ‘t.t.]_)2 < (‘UI = U2)2 -+
(ug —v2)? + 2(ug —ur)(va —uy) + (va—w1)? = (vi—v2) + (va— uq)?
2nd case: u; < v; < vy < ug. Then

(v —u1)? + (ug —v2)? < (ug— u)? < (ug—uy) + (v2 —v1)?
3rd case: u; < v; < ug < vz. Then

(U] — u1)2 + (‘Ug — u2)2 < (‘U.g — U1)2 - (Ug = ‘01)2

All other possible cases are permutations of these three cases. This completes
the proof of this lemma.



Figure 2: Removing a defect

Lemma 13: There is a unique defect free matching.

PROOF: Assume we have more than one defect free perfect matching, say M
and M’'.

Consider any [z1,71] € M, [z1,%] € M/, [zo,y0] € M, [z2,u1] €
M, [z2,ys) € M. The defect freeness of M forces z; < z2 and yg < y1 or both
vice versa. W.l.o.g., z; < zz. Then the defect-freeness of M " forces y; < ya.
Consider now generally z;,;, s.t.[yi—1,%:] € M’ and [z;, 3] € M. By induction
we can conclude z; < zij1; and y; < yi+1. But the finiteness of the strongly
chordal graph makes such a situation impossible. From these two lemmas the
theorem can be easily proved.

Corollary 14: Perfect matching on chordal bipartite graphs is in NC2.

Section 5: Connections to other graph classes

We have seen that matching restricted to chordal graphs (and also for split
graphs) is as hard as bipartite matching. On the other hand perfect matching
restricted to strongly chordal graphs is in NC?. Therefore perfect matching
restricted to directed path graphs and therefore to interval graphs is in N cA,
The only gap which we have to fill out is the matching problem restricted to
(nondirected) path graphs.

Theorem 15: Perfect matching restricted to path graphs is as hard as perfect
bipartite matching.

SKETCH OF THE PROOF: We reduce the perfect matching problem re-
stricted to split graphs to the perfect matching problem restricted to path graphs.
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For any split graph G = (V, E) we can construct a corresponding system of sub-
trees of a tree in NC:

The global tree consists of a “central” vertex w and vertices u, for each vertex
v of the independent set I of split graph G. w is connected with each u,. The
subtree coresponding to a vertex V € I is {u,} and the subtree T corresponding
to a vertex z of the clique of the split graph G is {w} U {u,|[v,z] € E}.

Now we construct a path graph G’ in the following way:

If {v € I|v,z] € E}| £ 2 we have nothing to do. Otherwise if
C. := {v € I|[v,z] € E} has a cardinality greater than 2, we add to T
a path (w,%z,1y. %z,c,|—1) and replace T, by a collection of paths Py :=
(g, W, Tz, ey izs [C2| — 1), 8.8 v € cz and one element paths {¢,;}. Exactly
one of the pZ is not married with an 7, ; and can therefore be married with u (or
any other element not being a p§). This path graph G’ has a perfect matching
iff G has a perfect matching.



is transformed to

~

Figure 3: Transformation of a split graph to a path graph

Finally we have to remark that interval graphs are exactly the chordal com-
plements of comparability graphs [GH]. It is known that matching restricted
to complements of comparability graphs is equivalent to 2-processor-scheduling
and that this is again in NC? [HM]. There remains the open problem of find-
ing a meaningful upper class of strongly chordal graphs and of complements of
comparability graphs, s.t.its matching problem is in N (42
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Figure 4: The inclusion structure of graph classes related to chordal graphs and
the complexity of their matching problem (compare also [Jo])
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